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The growing importance of programming education in schools is undeniable 
as digital literacy becomes a critical competency for the 21st century. 
However, various challenges hinder effective programming education, 
including pedagogical constraints, cognitive difficulties, and technological 
barriers. This systematic literature review provides a comprehensive analysis 
of recent studies to identify and categorize these challenges. 
Methodologically, a systematic review approach was adopted, involving 
comprehensive searches across academic databases to identify relevant 
studies. To achieve this, we conducted an extensive search of scholarly 
articles from reputable databases such as Scopus and Web of Science, 
focusing on studies published between 2023 and 2025. The flow of study 
based on PRISMA framework. The database found (n=26) final primary data 
was analysed. Numerical results from the selected literature highlight three 
key themes: (1) Pedagogical Approaches and Strategies in Teaching 
Programming, (2) Computational Thinking and Cognitive Development in 
Programming Education, and (3) Technological Integration and Challenges in 
Programming Education. Findings indicate that 38.5% highlighting the 
effectiveness of game-based learning, project-based instruction, and peer 
collaboration in improving engagement and learning outcomes; 30.8% 
addressing cognitive overload, conceptual difficulties, and the need for 
structured problem-solving frameworks to enhance students’ analytical skills; 
and 30.8% emphasizing issues such as inadequate infrastructure, limited 
access to programming tools, and insufficient teacher training. The findings 
underscore the necessity of standardized pedagogical frameworks, enhanced 
teacher training programs, and curriculum reforms to bridge the gap between 
theory and practice. Future research should focus on developing scalable, 
evidence-based strategies to address these challenges and ensure the 
effective integration of programming education across diverse school 
settings. 
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1. Introduction 
 

In the digital age, programming has become an essential skill, not only for future software 
developers but also for fostering computational thinking, problem-solving, and logical reasoning 
among students [1,2] Many countries have integrated programming into school curricula, recognizing 
its role in preparing students for a technology-driven world. However, the teaching and learning of 
programming in schools remain a significant challenge. Despite the growing emphasis on digital 
literacy, numerous obstacles hinder effective instruction, ranging from pedagogical issues to 
infrastructural limitations and cognitive barriers among students [3]. One of the primary challenges 
in teaching programming is the inherent complexity of the subject. Unlike traditional subjects, 
programming requires both theoretical understanding and practical application. Students must grasp 
abstract concepts such as variables, loops, and algorithms while simultaneously developing problem-
solving skills to apply these concepts effectively. The transition from understanding syntax to 
implementing functional programs can be daunting, leading to frustration and a high dropout rate in 
computer science courses [4]. Moreover, many students experience cognitive overload due to the 
multi-layered nature of programming, which involves logical reasoning, debugging, and conceptual 
abstraction simultaneously [5]. Teachers also face significant challenges in delivering programming 
education effectively. Many educators lack sufficient training in computer science pedagogy, 
particularly in schools where programming is a recent addition to the curriculum. Unlike subjects with 
well-established teaching methodologies, programming requires innovative instructional strategies, 
including problem-based learning, pair programming, and debugging exercises, which are not always 
implemented effectively [6]. Additionally, educators often struggle to cater to diverse student needs, 
as programming proficiency varies widely within a single classroom. Some students grasp concepts 
quickly, while others require extensive guidance, making differentiated instruction a necessity yet a 
logistical challenge [3]. 

Furthermore, the availability of technological resources plays a crucial role in programming 
education. Many schools, especially in developing regions, lack adequate infrastructure, including 
computers, stable internet access, and up-to-date software tools [7]. Without these resources, 
hands-on programming practice becomes difficult, limiting students’ opportunities to develop coding 
skills. Even in well-equipped schools, issues such as outdated curricula and insufficient access to 
industry-relevant tools can prevent students from acquiring relevant programming competencies [8].  
Another significant challenge is student motivation and engagement. Programming can be 
intimidating for beginners, particularly if they do not see immediate relevance to real-world 
applications. Studies indicate that students are more engaged when programming tasks are 
contextualized within meaningful, real-life scenarios [9]. However, many school curricula focus 
primarily on syntax and basic problem-solving without incorporating projects that align with 
students’ interests, leading to disengagement and a lack of enthusiasm for programming [10]. Finally, 
assessment methods in programming education pose another hurdle. Traditional assessment 
techniques, such as written exams and quizzes, may not effectively measure students’ programming 
proficiency. Instead, project-based evaluations, peer reviews, and debugging tasks provide a more 
comprehensive understanding of students’ coding abilities [11]. However, implementing these 
alternative assessment strategies requires additional effort from educators and institutions, further 
complicating the teaching process. 

Despite the increasing integration of programming into school curricula, there remains a 
significant research gap in identifying scalable, evidence-based solutions that effectively address 
pedagogical, cognitive, and technological barriers. While previous studies have explored individual 
aspects such as computational thinking development, instructional strategies, and technology 
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integration, there is a lack of a comprehensive framework that synthesizes these dimensions to 
provide actionable recommendations for educators. This study aims to bridge this gap by 
systematically reviewing literature from 2023–2025, identifying key challenges, and proposing 
research-backed interventions that enhance programming education effectiveness. 

 
2. Literature Review  

 
The teaching and learning of programming in schools present multifaceted challenges that stem 

from pedagogical limitations, students' cognitive difficulties, and constraints in technology 
integration. Research by Florou et al., [12] highlights the role of educators in facilitating self-
assessment among students learning programming concepts. Their study identifies major obstacles, 
including students' struggles with evaluating their own learning progress and teachers' difficulties in 
incorporating modern educational tools effectively. Additionally, the study underscores the 
importance of guiding principles that enhance programming education, particularly in primary 
schools. Sandstrak et al., [13] further elaborate on the pedagogical issues by examining different 
instructional approaches used across campuses. Their research found that varying pedagogical 
methods, such as top-down and bottom-up approaches, yield no significant differences in student 
outcomes, suggesting that traditional teaching methods may not fully address the challenges novice 
learners face. Similarly, Yang et al., [14] propose the use of graphic organizers to bridge knowledge 
gaps in elementary students' computational thinking and programming learning. Their findings 
indicate that structured visual aids significantly improve students’ programming skills and problem-
solving abilities, mitigating some of the cognitive difficulties inherent in learning programming at an 
early age. 

Assessment methodologies and student engagement strategies also pose critical challenges in 
programming education. Sandstrak et al., [13] argue that the effectiveness of different assessment 
methods—ranging from multiple-choice tests to portfolio-based evaluations—varies significantly 
depending on the instructional context. Their study, conducted across three campuses, found that 
while alternative assessments such as home exams during the pandemic helped maintain student 
engagement, they did not necessarily lead to better learning outcomes. The findings suggest that 
assessment techniques should be carefully aligned with pedagogical strategies to foster meaningful 
learning experiences. Moreover, Oralbayeva et al., [15] emphasize the role of interactive learning 
environments, such as Montessori-based child-robot interactions, in fostering long-term retention of 
programming-related concepts. Their study on alphabet acquisition using robotics suggests that 
interactive and self-directed learning models could be adapted to programming education, 
addressing engagement-related challenges. In a related study, Ienco et al., [16] explore the 
integration of educational robotics to promote hands-on learning experiences. Their research 
demonstrates that programming within a real-world context, such as sustainability projects, 
enhances students’ engagement and motivation, reinforcing the need for active learning strategies 
in programming education. 

Technological constraints and curriculum design further complicate programming instruction in 
schools. Florou et al., [12] note that many teachers struggle with integrating modern educational 
technologies into their teaching due to inadequate training and a lack of institutional support. This 
issue is compounded by the rapid evolution of programming languages and tools, which often 
outpace curriculum development. The lack of a standardized approach to incorporating programming 
into school curricula further exacerbates the problem. Oralbayeva et al., [15] highlight how 
structured, well-designed educational technologies, such as robotics-based learning, can provide 
students with an adaptive learning environment, yet the successful implementation of such 
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technologies remains a challenge due to resource limitations. These findings indicate a pressing need 
for curriculum reforms that ensure programming education is both accessible and adaptable to 
technological advancements. The integration of programming education in schools presents multiple 
challenges, ranging from digital competency gaps to pedagogical constraints. Dabengwa et al., [17] 
explored the digital competencies of secondary school teachers in Zimbabwe and identified 
significant disparities in digital literacy, particularly in rural areas where limited access to ICT tools 
and infrastructure hinders effective teaching. While students demonstrated proficiency in basic 
applications such as Microsoft Word and PowerPoint, programming-related competencies remained 
largely underdeveloped. Similarly, Fante et al., [18] highlighted the evolving nature of game-based 
learning (GBL) in STEM education, emphasizing the shift from technology-centric approaches to 
strategies that prioritize engagement, motivation, and understanding of complex concepts. Despite 
the potential of GBL to enhance programming education, its implementation faces obstacles such as 
inadequate empirical validation and limited integration with computational thinking.  

Additionally, Dai et al., [19] introduced an embodied, analogical, and disruptive (EAD) approach 
to AI pedagogy, revealing the effectiveness of interactive learning methods in fostering abstract and 
systems thinking. However, cognitive overload and communication challenges remain key 
limitations, which are also relevant to programming education in schools. Another significant issue 
in programming education is the complexity of aligning teaching methodologies with students’ 
cognitive and affective needs. Cohn et al., [20] proposed a human-AI collaborative model to enhance 
STEM learning through multimodal learning analytics (MMLA). Their findings suggest that AI-
generated timelines can facilitate formative feedback, improving students’ computational model-
building skills. However, AI-based interventions struggle with interpreting student emotions and 
social interactions, making it challenging to offer real-time, contextually appropriate feedback. 
Moreover, game-based learning approaches analyzed by Fante et al., [21] revealed an increasing 
focus on emotional and experiential learning components, signifying a broader need for instructional 
methods that engage students both cognitively and affectively. Dabengwa et al., [17] further 
emphasized the importance of problem-solving and digital content creation in programming 
education, noting that despite technological advancements, digital safety and security remain major 
concerns, particularly in underprivileged school environments. These findings indicate that while 
innovative pedagogical approaches hold promise, their effectiveness is contingent upon addressing 
foundational digital literacy gaps and ensuring equitable access to technological resources. 

The systematic analysis of these studies underscores the necessity for a multifaceted approach 
to overcoming challenges in teaching and learning programming in schools. The integration of AI, 
multimodal analytics, and game-based learning can enhance students’ engagement and problem-
solving abilities, but these innovations require substantial empirical validation and infrastructural 
support. In addition, policymakers must prioritize the development of digital competencies among 
educators to ensure the effective implementation of programming curricula. Future research should 
focus on bridging the digital divide, refining AI-based educational tools, and developing pedagogical 
models that balance cognitive load with engagement strategies. Addressing these challenges will be 
critical in fostering computational and reflective thinking skills among students, thereby preparing 
them for the digital economy. The increasing integration of programming education in schools has 
revealed numerous challenges related to pedagogy, student engagement, and curriculum alignment. 
Vrbančič et al., [22] investigated the effectiveness of graphical versus textual programming 
environments in secondary school mechatronics education. Their findings suggest that students who 
began with textual programming before transitioning to graphical methods exhibited superior 
learning outcomes and knowledge transfer. This aligns with Luo et al., [23] who emphasize the 
necessity of interdisciplinary pedagogical strategies, including problem-based learning and cognitive 
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development, to improve programming instruction in business schools. Similarly, Zhang et al., [24] 
explored the embodied learning approach in robotics education and found that students who 
engaged in hands-on, interactive programming activities demonstrated higher motivation and 
learning engagement. These studies collectively highlight the pedagogical challenges associated with 
determining the most effective instructional strategies for programming education, suggesting that 
a structured, sequential approach from textual to graphical programming may yield better results. 

Another significant challenge in teaching programming at the school level is the gap between 
teachers' preparedness and the theoretical frameworks guiding computational thinking (CT). Holstein 
et al., [25] examined teachers' perceptions of integrating CT through a constructionist approach using 
Scratch and found that while some educators fully embraced this methodology, others struggled with 
time constraints and curriculum alignment. This issue is further complicated by the findings of Ismail 
et al., [26] who explored the relationship between Neuro-Linguistic Programming (NLP) and 
psychological flexibility among secondary school students. Their study suggests that students' 
adaptability to programming concepts may be influenced by their cognitive flexibility, highlighting 
the need for tailored pedagogical strategies. Luo et al., [23] also reported that business students 
faced difficulties in error handling and theoretical application, which parallels challenges 
encountered in secondary education. Collectively, these studies indicate that effective programming 
education requires well-prepared educators, structured curriculum integration, and strategies that 
foster both cognitive flexibility and practical engagement. 

The emergence of artificial intelligence (AI) tools, such as ChatGPT, presents additional challenges 
and opportunities in programming instruction. Husain [27] examined programming instructors' 
perspectives on the integration of AI-based chatbots in education, revealing mixed perceptions 
regarding its effectiveness. While AI tools can assist in debugging and providing instant feedback, 
concerns regarding over-reliance and reduced problem-solving skills were prevalent. Zhang et al., 
[24] demonstrated that interactive robotics education fosters engagement, yet AI-driven tools must 
be integrated carefully to maintain students' cognitive involvement. Additionally, Holstein et al., [25] 
stressed that balancing constructionist approaches with institutional constraints remains a major 
challenge.  

These studies highlight the critical need for educational policies that guide the responsible use of 
AI in programming instruction, ensuring it supplements rather than replaces fundamental problem-
solving and coding skills. 

 
3. Methodology  
3.1 Identification 

 
For this study, a large amount of pertinent literature was selected using many crucial phases in 

the systematic review process. After choosing keywords, relevant terms are looked up using 
dictionaries, thesaurus, encyclopedias, and previous studies.  Following the creation of the search 
strings for the Scopus and Web of Science databases, all pertinent keywords were chosen (see Table 
1).  For the current study project, 2444 papers were successfully obtained from both databases during 
the first stage of the systematic review procedure. 
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Table 1 
       The search string 

Scopus 
 

TITLE-ABS-KEY ( challenges AND teaching AND learning AND 
programming AND schools ) AND PUBYEAR > 2022 AND PUBYEAR < 
2026 AND ( LIMIT-TO ( DOCTYPE , "ar" ) ) AND ( LIMIT-TO ( PUBSTAGE 
, "final" ) ) AND ( LIMIT-TO ( SRCTYPE , "j" ) ) AND ( LIMIT-TO ( 
LANGUAGE , "English" ) ) AND ( LIMIT-TO ( SUBJAREA , "SOCI" ) ) 

        Date of Access: March 2025 
Web of Science challenges AND teaching AND learning AND programming AND 

schools (Topic) and Article (Document 
Types) and English (Languages) and Article(Document 
Types) and English (Languages) and 2025 or 2024 or 2023 (Publication 
Years) and Article (Document 
Types) and 2025 or 2024 or 2023(Publication Years) and Education 
Educational Research (Web of Science Categories) and 6.11 Education 
& Educational Research (Citation Topics Meso) 

       Date of Access: March 2025 
 
3.2 Screening  
 

The variety of possibly pertinent research materials is examined throughout the screening phase 
to find information that supports the predetermined research questions. The selection of research 
materials relevant to the challenges of teaching and learning programming in schools is one of the 
content-related criteria that are frequently used at this point. Duplicate papers are now removed 
from the list of papers that were obtained. 2316 articles were excluded in the first screening phase, 
and 128 papers were examined in the second phase using the various exclusion and inclusion criteria 
described in this study (see Table 2). As the main source of useful suggestions, literature (research 
articles) was given precedence. This includes reviews, meta-syntheses, meta-analyses, monographs, 
book series, chapters, and conference proceedings that have not been addressed in recent studies.  
Furthermore, the study was limited to English-language literature published between 2023 and 2025.  
8 publications were ultimately rejected because of duplication issues. 

 
Table 2 
The selection criterion is searching 

Criterion Inclusion Exclusion 

Language English Non-English 

Timeline 2023 – 2025 < 2023 
Literature type Journal (Article) Conference, Book, Review 

Publication Stage Final In Press 

Categories Education & Educational 
Research 

Besides Education & 
Educational Research 

 
3.3 Eligibility 
 

The final set of materials for evaluation is prepared once all inclusion and exclusion criteria have 
been met. To help readers identify the precise research items supporting the study's findings, it is 
essential to disclose the full list of research items included in this sample. There are 120 things in the 
third tier, which is known as eligibility. Every article title and noteworthy passage was carefully 
examined at this stage to make sure it met the inclusion requirements and was pertinent to the goals 
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of the study. As a result, 94 articles were rejected since their titles and abstracts had no discernible 
relationship to the objectives of the study. In the end, 26 manuscripts were left for assessment (see 
Figure 1). 
 
3.4 Data Abstraction and Analysis 

 
A range of research designs (quantitative methodologies) were examined and synthesized using 

an integrative analysis as one of the assessment strategies.  Finding pertinent subjects and subtopics 
was the aim of the competent study.  The initial phase of the theme's development was the data 
collection stage.  The authors carefully examined a collection of 26 articles for claims or information 
pertinent to the subjects of the current investigation, as seen in Figure 1.  The authors then assessed 
the important recent research on the difficulties of school programming for teaching and learning.  
Both the research findings and the methods employed in each study are being examined. The author 
then worked with other co-authors to create themes based on the data in the context of this study. 
Throughout the data analysis process, a log was maintained to document any analyses, opinions, 
puzzles, or other ideas pertinent to the interpretation of the data. In order to identify any 
discrepancies in the theme design process, the authors lastly contrasted the outcomes. The writers 
debate any disputes between the notions among themselves, which is worth mentioning. Eventually, 
the generated themes were adjusted to guarantee coherence. Two specialists conducted the analysis 
selection to ascertain the problems' validity. By establishing the domain validity, the expert review 
process guarantees each subtheme's appropriateness, significance, and clarity. The questions are as 
follows below: 

1. What are the most effective pedagogical approaches and strategies for teaching 
programming at different educational levels? 

2. How does computational thinking and cognitive development contribute to students' learning 
outcomes in programming education? 

3. What are the challenges and opportunities in integrating emerging technologies (e.g., AI, AR, 
robotics) into programming education? 
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Fig. 1.  Flow diagram of the proposed searching study by Moher et al., [28] 

4. Result and Findings 
 
Numerical results from the selected literature highlight key themes, which are (1) Pedagogical 

Approaches and Strategies in Teaching Programming, (2) Computational Thinking and Cognitive 
Development in Programming Education and (3) Technological Integration and Challenges in 
Programming Education. 

 
4.1 Pedagogical Approaches and Strategies in Teaching Programming 

 
The teaching of programming in schools presents several pedagogical challenges, necessitating 

innovative strategies to enhance student engagement and learning outcomes. Various studies have 
explored approaches such as contrasting cases, graphic organizers, self-assessment, and 
interdisciplinary pedagogies to address these challenges and improve the effectiveness of 
programming education. One of the fundamental difficulties in teaching programming is engaging 
novice learners, particularly at the elementary school level. Ma et al., [29] investigated the 
effectiveness of a contrasting cases approach in elementary school programming education. Their 
study demonstrated that this method improved learning outcomes, engagement, and cognitive load 
management, thereby facilitating a more structured learning process. Similarly, Yang et al., [30] 
highlighted the benefits of using graphic organizers to assist elementary students in developing 
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computational thinking and programming skills. Their quasi-experimental study revealed that graphic 
organizers served as cognitive bridges, enabling students to connect new knowledge with prior 
learning, ultimately enhancing problem-solving skills. Additionally, Florou et al., [31] emphasized the 
role of educators in facilitating self-assessment in programming learning, identifying the need for 
structured guidance to help students overcome learning obstacles. These studies collectively 
underscore the importance of structured instructional strategies in supporting novice programmers. 

The integration of programming in diverse educational settings requires tailored approaches to 
optimize learning. Vrbancic et al., [32] investigated the effectiveness of graphical versus textual 
programming environments in microcontroller programming courses at the secondary education 
level. Their findings indicated that starting with textual programming before transitioning to 
graphical environments resulted in better learning gains and knowledge transfer. This aligns with Luo 
et al., [33] who explored interdisciplinary pedagogical approaches for teaching programming in 
business schools. Their study revealed that integrating problem-based learning, cognitive 
development strategies, and collaborative learning enhanced student performance and logical 
reasoning. Zhang et al., [34] further expanded on this by demonstrating how an embodied learning-
based programming approach in robotics education significantly improved student engagement, 
motivation, and learning outcomes. These findings suggest that the sequence of instructional 
methods and interdisciplinary approaches can play a crucial role in improving programming 
education. Another key challenge in programming education lies in the selection of appropriate 
teaching materials and methods. Bjursten et al., [35] examined the factors influencing technology 
teachers' choice of programming materials in Swedish primary schools. Their study found that 
teachers often struggle with balancing curricular demands and the availability of suitable teaching 
resources, which impacts the effectiveness of programming instruction. Similarly, Zhang et al., [34] 
highlighted the difficulties students face when learning abstract programming concepts in robotics 
education, suggesting that embodied learning techniques can mitigate some of these challenges. 
Moreover, Florou et al., [31] emphasized the importance of aligning teaching strategies with student 
self-assessment mechanisms to support personalized learning. These studies highlight the need for 
adaptable and resource-efficient teaching methods to enhance programming education. 

However, several pedagogical interventions have demonstrated success in improving 
programming education. Cheng et al., [36] highlighted how game-based programming environments 
such as CodeCombat and Scratch improved student engagement and motivation. Grover et al., [4] 
demonstrated that project-based learning, where students develop real-world applications, 
significantly enhanced their problem-solving abilities and computational thinking. Additionally, 
Barczak et al., [37] emphasized the effectiveness of peer collaboration in reducing learning anxiety 
and fostering a more supportive learning environment. These case studies underscore the need for 
diversified instructional approaches tailored to students' varying levels of expertise and learning 
preferences. In conclusion, the pedagogical challenges of teaching programming in schools require 
diverse and structured strategies to enhance student learning. Research suggests that employing 
contrasting cases, graphic organizers, interdisciplinary approaches, and structured self-assessment 
mechanisms can significantly improve programming education. Additionally, the sequencing of 
programming environments and the careful selection of instructional materials play crucial roles in 
optimizing learning outcomes. Future research should explore the long-term impact of these 
pedagogical strategies on students’ computational thinking and problem-solving abilities. 
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4.2 Computational Thinking and Cognitive Development in Programming Education 
 
The integration of computational thinking into programming education has been widely 

acknowledged as crucial for fostering problem-solving skills and cognitive development. However, 
various challenges persist in effectively teaching programming in school environments. One 
significant challenge is the need to design engaging and effective teaching methodologies that 
enhance students' motivation and critical thinking skills. Table 3 shows the findings on the integration 
of computational thinking into programming education. 
 
Table 3 
The findings on the integration of computational thinking into programming education 

No 
Author 

Name and 
Year 

Objectives Methodologies Findings Conclusion & Future 
Research 

1 

Chang et 
al.,[38]  

 
2023 

To investigate the impact of 
a peer assessment-based 

Scrum project (PA-SP) 
learning system on students' 

learning motivation, 
collaboration, and 

communication skills in 
computer programming 

education. 

Peer 
assessment-
based Scrum 

project (PA-SP) 
learning system 

PA-SP 
significantly 

improved 
students' learning 

motivation, 
collaboration, and 

communication 
skills. 

The study highlights the 
effectiveness of PA-SP in 
enhancing programming 

education. Future 
research should explore 
its long-term impact and 

applicability across 
different education 

levels. 

2 

Pan et al., 
[39] 

 
2024 

To examine the 
effectiveness of game-based 

learning in improving 
students' computational 
thinking competency and 

engagement. 

Game-based 
learning 

methodology 

Game-based 
learning positively 

influenced 
engagement but 

did not 
consistently 

enhance 
computational 

thinking 
competency. 

Interactive approaches 
should be 

complemented with 
structured learning 
objectives. Further 

research should 
investigate how to 

optimize game-based 
learning for conceptual 

mastery. 

3 

Chen et al. 
[40] 

 
2023 

To explore self-regulation-
based computational 
thinking learning in 

Taiwanese primary school 
students and its impact on 

engagement. 

Self-regulation-
based 

computational 
thinking 
learning 

Self-paced 
learning 

improved 
engagement but 

required 
structured 

guidance for 
effective time 
management. 

The study suggests the 
need for a standardized 
computational thinking 

framework. Future 
research should focus on 

optimizing self-paced 
learning structures. 

4 

Yurdakok et 
al., [41] 

 
 2023 

To analyze the effectiveness 
of physical programming 

tools like Micro:bit in 
enhancing computational 

thinking skills. 

Use of Micro:bit 
as a physical 

programming 
tool 

Physical 
programming 

tools were 
effective, but 
their impact 
depended on 

structured 
implementation 

and teacher 
expertise. 

Teachers require better 
training in integrating 
physical programming 
tools. Future research 

should assess the 
scalability of such tools 
in different educational 

settings. 

5 Hassan et 
al., [42]  

To examine how thinking 
maps with motivated 

Thinking maps 
combined with 

Thinking maps 
helped mitigate 

Structured scaffolding 
techniques are 
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 2023 

learning strategies affect 
students’ ability to solve 
programming problems. 

motivated 
learning 

strategies 

cognitive 
overload and 

improved 
problem-solving 

skills. 

necessary. Future 
research should explore 

how cognitive load 
management strategies 

can be standardized. 

6 

Holstein et 
al., [43] 

 
2025 

To investigate teachers’ 
perceptions of integrating 

computational thinking with 
school subjects using a 

constructionist approach via 
Scratch. 

Constructionist 
approach using 

Scratch 

Some teachers 
embraced the 

approach, while 
others struggled 
with assessment 

requirements. 

Professional 
development programs 
are essential to enhance 

teachers' ability to 
implement 

computational thinking 
concepts. Future 

research should focus on 
policy-level 

interventions. 

7 

Naya-Varela 
et al., [44]  

 
2023 

To evaluate the 
effectiveness of the Robobo 

SmartCity model as an 
educational tool for 

computational intelligence 
learning. 

Robobo 
SmartCity 

model 
implementation 

The model 
provided 

innovative 
learning 

experiences, but 
adoption was 
hindered by 

infrastructure 
limitations and 
teacher training 

gaps. 

Effective technology 
integration requires 
addressing resource 
constraints. Future 

research should explore 
ways to enhance 

accessibility and teacher 
readiness for such tools. 

 
Cognitive load theory by Sweller, [45] plays a crucial role in understanding students' difficulties 

in learning programming. The intrinsic complexity of programming concepts, such as abstraction and 
algorithmic logic, contributes to cognitive overload, particularly for novice learners. Research 
suggests that reducing extraneous cognitive load through structured instructional strategies such as 
worked examples, scaffolding, and adaptive learning pathways can enhance learning efficiency [46]. 
Additionally, differentiated instruction, including visual programming environments like Scratch for 
beginners and textual programming for advanced learners, can help accommodate diverse cognitive 
capacities and learning speeds [34]. Incorporating cognitive load management techniques into 
programming education is essential for fostering better retention and problem-solving skills.  

The reviewed studies collectively emphasize the multifaceted challenges of teaching and learning 
programming in schools. Key issues include the need for structured and engaging teaching 
methodologies, standardized curriculum models, cognitive load management, teacher preparedness, 
student self-efficacy, and effective technology integration. Addressing these challenges requires a 
collaborative effort among educators, policymakers, and researchers to develop comprehensive 
strategies that bridge the gap between theoretical approaches and practical classroom 
implementation. 
 
4.3 Technological Integration and Challenges in Programming Education 
 

The integration of technology in programming education presents significant challenges, 
particularly in secondary schools, where students often struggle with complex programming 
concepts and logic structures. Traditional teaching methodologies fail to sustain engagement, 
necessitating alternative approaches such as open educational resources (OERs) to enhance learning 
outcomes. Pereira et al., [47] highlight the role of REA-LP, an OER designed to facilitate programming 
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instruction by integrating multimedia content and interactive components. Their empirical findings 
suggest that students benefit from such tools, exhibiting increased motivation and comprehension. 
However, challenges persist due to limited access to technology and pedagogical frameworks that 
fail to optimize digital resources for diverse learning needs. Similarly, Husain [48] underscores the 
need for well-structured pedagogical designs when incorporating artificial intelligence-driven 
platforms like ChatGPT in programming instruction, emphasizing that unstructured AI use may lead 
to reliance on automated responses rather than fostering problem-solving skills. Pappa et al., [49] 
further corroborate these findings, indicating that teachers in primary education often lack the 
confidence and training to effectively integrate technology, exacerbating difficulties in programming 
instruction. 

 A major issue in programming education is the variability in teachers' preparedness to deliver 
technology-integrated instruction. In Swedish primary schools, teachers independently select 
programming learning environments (PLEs) without standardized guidelines, leading to inconsistent 
implementation [35]. The preference for visual programming languages (VPLs) like Scratch is 
prevalent, yet many teachers lack adequate pedagogical content knowledge (PCK) to transition 
students from block-based programming to textual coding. This gap in professional development 
results in disparities in students' foundational programming knowledge. Pereira et al., [47] similarly 
note that while REA-LP promotes engagement, its effectiveness hinges on instructors' ability to 
integrate it effectively within curricula. Additionally, Pappa et al., [49] report that teachers struggle 
with unclear curriculum frameworks and insufficient professional development opportunities, 
further complicating programming instruction. The integration of AI-based instructional tools such as 
ChatGPT offers potential benefits but also raises concerns regarding dependency and pedagogical 
efficacy. Husain [48] identifies ChatGPT as a supportive tool for students in coding exercises, 
debugging, and generating alternative solutions. However, programming instructors’ express 
concerns about students' overreliance on AI-generated code, which may hinder their development 
of critical thinking skills. Furthermore, immersive environments such as Augmented Reality (AR) and 
Virtual Reality (VR) have shown promise in making abstract programming concepts more tangible 
[24]. A more structured technology integration strategy, incorporating both emerging and traditional 
tools, is essential to mitigate barriers such as limited access to resources and inadequate teacher 
training. 

Pereira et al., [47] similarly argue that while OERs provide structured learning opportunities, their 
success is contingent upon students' ability to engage actively rather than passively consume 
content. Additionally, Bjursten et al., [35] highlight systemic challenges, including the limited 
availability of structured professional development courses, which leave educators without sufficient 
resources to incorporate emerging technologies effectively. A critical barrier to effective 
programming education is the lack of a cohesive strategy for integrating emerging technologies into 
existing curricula. The absence of well-defined pedagogical frameworks leads to inconsistent 
technology adoption across educational institutions. Pappa et al., [49] emphasize the need for 
professional development initiatives to equip educators with the necessary skills for integrating 
programming technologies into their teaching. Moreover, Husain [48] notes that while AI tools can 
streamline instructional delivery, their adoption should be accompanied by structured curricular 
changes to mitigate potential drawbacks such as diminished analytical reasoning among students. 
The reliance on visual programming languages without a clear transition strategy further complicates 
the learning process, as observed by Bjursten et al., [35] who advocate for targeted training in textual 
programming methodologies to ensure continuity in students' computational skill development. 
Given these challenges, a comprehensive approach that includes professional training, curriculum 
standardization, and effective technological implementation is essential. Pereira et al., [47] suggest 
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that interactive learning environments such as REA-LP can address engagement issues, yet they 
require structured integration into broader instructional strategies. Similarly, Pappa et al., [49] 
recommend the establishment of teaching communities to facilitate knowledge-sharing and support 
among educators. Husain [48] underscores the importance of balancing AI integration with 
traditional pedagogical methods to prevent overreliance on automated solutions. Addressing these 
concerns will require ongoing research and policy adjustments to ensure that programming 
education remains both effective and adaptive to technological advancements. 
 
5. Conclusions 
 

By addressing the pedagogical challenges of programming education necessitates the 
implementation of diverse and structured strategies, such as contrasting cases, graphic organizers, 
and interdisciplinary approaches, which have been shown to enhance student engagement and 
learning outcomes. Continued exploration of these methods will be essential for optimizing 
programming instruction and fostering students' computational thinking and problem-solving skills. 
The effective integration of computational thinking into programming education faces significant 
challenges, including the need for engaging teaching methodologies, standardized curricula, and 
improved teacher preparedness. Addressing these multifaceted issues through collaboration among 
educators, policymakers, and researchers is essential for enhancing student learning outcomes and 
fostering a more effective programming education environment. 

In summary, the integration of technology in programming education faces significant hurdles, 
primarily stemming from inconsistent teacher preparedness and a lack of cohesive pedagogical 
frameworks. To enhance learning outcomes, it is crucial to implement structured professional 
development, standardized curricula, and effective use of educational resources, ensuring that both 
educators and students can navigate the complexities of programming in an increasingly digital 
landscape. 
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